

Name: __________________


Milwaukee School of Engineering

Electrical Engineering and Computer Science Department

CS-280 —Final Exam
Thursday 24 May 2007




Name: ______________________________
Allowed materials:

· Atmel Reference Guide

· 2-sided note sheet

· Calculator
No sharing of materials.

General Instructions:

· Put your name on each page
· Write neatly and clearly.
· Show work for a problem only on its sheet(s).  Extra sheets may be used, but each sheet must clearly indicate which problem it addresses.
· Ask for clarification if a problem statement is not clear.
Show all work neatly and clearly so that partial credit can be given.


Problem 1:
(30 points) ______


Problem 2:
(25 points) ______


Problem 3:
(20 points) ______


Problem 4:
(25 points) ______


Total:
(100 points) ______

1. Stack utilization (30 Points)
Consider the following Assembly language program fragment for the problem statement on the following page.

; code above this point performed the usual initialization of the Stack etc.

                 .ORG 0x200


; code below here starts at 0x200

000200 2700      
clr
r16


; Start
000201 930f      
push
r16


; A

000202 e140      
ldi
r20, 0x10

000203 934f      
push
r20


; B

000204 954a      
dec 
r20




000205 bb48      
out 
PORTB, r20

000206 934f      
push
r20


; C

000207 d0f8      
rcall delay

000208 0000      
nop



; G

000209 914f      
pop
r20


; H

                 end:

00020b cfff      
rjmp 
end

                 ; end of "main"

                 .ORG 0x300                    ; code below here starts at 0x300

                 ; subroutine delay - waste time

                 Delay:

000300 0000      
nop



; D

000301 930f      
push 
r16


; E

000302 ef0f      
ldi
r16, 0x60
                 continue:

000303 950a      
dec
r16

000304 f7f1      
brne
continue



000305 910f      
pop
r16


; F

000306 9508      
ret

                 ; end subroutine delay

Suppose the program starts executing, and reaches the instruction indicated as “Start” in the comment. At this point assume the Stack is empty and the Stack Pointer points to 0x083F (that is, the value of the Stack Pointer, SP, is 0x083F).

The program executes the remaining instructions normally. Complete the diagrams below, corresponding to the status of the Stack after each of the instructions A through H (as identified in the comments) executes. Consider the bottom cell to be at location 0x083F. For each diagram,  
· write the current value of data memory in the cells below (unused data memory has initial value 0xFF – you may leave a cell blank if you want to indicate 0xFF).
· indicate where the Stack Pointer (SP) is pointing in each case with an arrow.
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What value is contained in r16 after instruction H executes?

What value is contained in r20 after instruction H executes?



2. External Interrupts and Timer/Counter (25 Points)

The turn signals of some automobiles have a “lane change indicator” convenience feature that is activated just by slightly deflecting the signal lever switch and letting it return to it’s “neutral” position. This causes the turn signal to blink three times – sufficient to indicate a lane change maneuver. 
Such a feature can be implemented on the STK200, substituting switches SW2 and SW3 for the signal lever left and right switches. On the following page, write a complete AVR Assembly language program that

· Uses external interrupts INT0 and INT1 to trigger in response to RELEASING SW2 (“signal left”) and  SW1 (“signal right”) switches .
· When the external interrupts are triggered, they invoke ISRs called handleLeftSignal and handleRightSignal. The ISRs set a Data Memory variable called signal to indicate left (signal=0) or right (signal=1), and then call a initTimer subroutine that initializes Timer/Counter 0 such that the Timer/Counter triggers an interrupt every 0.5 seconds. The INT0 ISR also lights LED 0 (left signal light) and INT1 ISR lights LED1 (right signal light).
· Every time the Timer/Counter interrupt triggers, it invokes a blinkLight ISR that toggles the state of the correct LED (from on to off, or from off to on), and keeps track of the number of blinks in a Data Memory variable called blinkCount.
· After 6 Timer/Counter interrupts (on/off/on/off/on/off), the Timer/Counter is stopped (and the LED stops blinking until the next INT0 or INT1 occurs), and blinkCount is reset to 0.
The steps below are provided to help you solve the problem. Clearly document and develop AVR Assembly code for each of the following steps:

a. (5 pts) Stack and Interrupt vector initialization, data memory allocation. See the data sheets for Intterupt vector locations.
b. (5 pts) Interrupt INT0 and INT1 enabling and initialization.
c. (5 pts) handleLeftSignal/handleRightSignal ISRs that handle the external interrupts.
d. (5 pts) initTimer subroutine that enables and initializes the Timer/Counter 0.
e. (5 pts) Timer/Counter 0 blinkLight ISR that handles blinking the LEDs for the correct number of times.
[Space for work on problem 2]
3. C/Assembly Argument Passing (25 Points)

Suppose you are given a subroutine that conforms (in terms of argument passing conventions) to the following C function: int calcResult( uint8_t a, long b, int c ); 


Write an AVR Assembly language subroutine called doCalculate, including comments, that calls calcResult, passing the values located in Data Memory labeled A, B, and C. After the call, store the resulting return value in Data Memory labeled D. 

The phases listed below are provided to help you structure the program. 

a. (5 pts) Data Memory allocation for A, B, C, and D of appropriate length.

b. (10 pts) Loading values A, B, and C from Data Memory to appropriate registers to comply with the C-language calling convention for argument passing.

c. (5 pts) Retrieval of the return value from appropriate registers and storage to Data Memory D.

d. (5 pts) Correct saving/restoration of registers used in the calling subroutine.

4. Assembly Language Program (20 Points)
These numbers: 1, 1, 2, 3, 5, 8, 13, 21 ...  are called the Fibonacci series, and are often found in nature.  Each number is the sum of the previous two numbers.
Develop a complete AVR Atmega32 assembler application to calculate the first 100 values in the Fibonacci series and store the results in consecutive word (2-byte) locations in data memory beginning at the Data Memory address labeled FSERIES. Note: 2-bytes are required for each value because they soon exceed 255. Thus, you need to implement 2-byte addition. You may want to consider using subroutines in your solution.
Atmel Reference Material appears on the following pages.
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